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Abstract: As software cost estimation in software projects is a very difficult, confusing and challenging work for any software company and software cost estimation is the primary step to start any software project. It gives the overview of resources, efforts and time/schedule required for a software project in respect of cost to the software company. Software project success generally depends on software cost estimation as it provides us an initial idea of the track, challenges and risk involved in the software project development. The software cost estimation in software engineering is very challenging to match the actual cost of the software project with estimated cost. Effective software cost estimation can help software company make more consistent decisions in planning the software project risk. If the predicted estimates are wrong it may lead to negative results for a software company. Many software companies find, search and analyze software project performance by estimating software cost estimation accuracy. Unfortunately, regardless of the large body of experienced and skilled with estimation models, the accuracy of these models is not adequate. In this research paper observation on the performance of the software cost estimation methods and description of methodologies and technique used in to software project cost estimation included. This research paper give comparative comparison study of software cost estimation methods and reviews several classes of software cost estimation models and techniques. Also study the pros and cons of different software cost estimation modeling techniques.
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1. Introduction

Software cost estimation is a vital part of most software development projects. Unfortunately, software development cost estimation has a difficult and inaccurate task. In spite of the availability of many estimation procedures, methods, techniques and guidelines, there is still a need for enhancement. One means of reducing software cost estimation error is through analysis of cost estimation error. Since the early 1950s, Software engineering cost models and estimation techniques are used for a number of will power.

These include software planning, software control, software improvement, software budgeting, risk analysis and investment analysis. In this modern era, software has become the most expensive element of computer system projects. Reliable and accurate software cost estimates are critical to both developers and clients/customers.

Research on software cost estimation started independently in a number of organizations and military organizations that develop large software systems [6]. They can be used for creating request for suggestions, scheduling, consultations, monitoring and control. The underestimating of budget may effect in management approving planned systems that then exceed their cost/budget, with underdeveloped functions, poor quality and failure to complete on estimated schedule. The determination and purpose of software cost estimation is to define:

1) Resources
2) Software quality assurance
3) Risks
4) Development tests
5) Development environment
6) Administration
7) Charges
8) Verification

If just have a look at the software development of
international market, easily notice the declination in hardware prices and an incredible increase in the computing volume, but still the cost of software development has increased significantly. Software development struggle and effort is an intensive procedure. For managing any software project effectively, it is very vital to judge the Software Cost and Effort correctly. Expecting a correct Software Cost Estimation and Software Effort Estimation is one of the most challenging, inspiring and demanding job in every software industry. For the projects which are of high budget, very big, important and have temporal constraints, having an accurate Software Cost and Effort Estimation becomes more and more important and at the same time analyze and predict an accurate Software Cost and Effort Estimation becomes more difficult.

Mostly classify the software projects into three categories:

1. Small projects
2. Medium projects and
3. Large projects

The chances of having a precise software cost and effort estimation will be high, medium and low respectively. This is because, with the increase in the complexity of software, it becomes more difficult to have an accurate estimation of software cost and effort. The relationship between complexity of software projects and chances of having a precise software cost and effort estimation can be used by management for assessing those projects proposal and for effective management of the Software Development Process.

Hence, the correct calculation of cost of software development has a large economic influence: in fact, approximately 60% of large projects exceed their Software Cost Estimates and the projects which are never completed because of the false estimation of Software development Cost. Basically effort is the main driving factor for the Cost and because of this fact, estimation of Software Cost is ultimately a problem of Software Effort estimation. Number of scientists and researchers are trying their best for developing more and more accurate, new software cost estimation techniques. Most of the software cost estimation techniques are based on the algorithmic models, expert judgment and machine learning approaches [7, 8, 9]. Accurate cost estimation is important because:

1. To measure the impact of variations and support planning and re-planning.
2. To define what resources are require for the project and how well these resources will be utilized.
3. To categorize and arrange development projects with respect to an overall business plan.
4. Projects can be easier to control and manage when resources are better matched to real needs.

There are two factors which disturb the project costs:

1. Efficiency and Proficiency of the implementation
2. Cost of the studies done prior to software development

The above two factors are very vibrant and differ from project to project. There are many factors which are to be considered while software cost estimation.

2. Software Cost Estimation

Software cost estimation can be defined as the finding of the cost for a software project. Software cost estimation of software project emphasize on how to estimates efforts, time and cost with the project activities. Cost estimation contains answering the following demands of the software engineer:

1. How much effort is essential?
2. How much time is essential?
3. What is the total cost?

3. Software Cost Estimation

The idea of software project cost estimation come in 1960s and many cost estimation models have been developed by various researchers to calculate the software project estimation. The types into which these models are divided are three methods:

1) Algorithmic methods
2) Non-algorithmic methods
3) Machine Learning methods

In this research paper review all these methods and provide a comparative study based upon the effectiveness and usefulness of these software cost estimation models.

3.1. Algorithmic Methods

The algorithmic model is developed to deliver some mathematical equations to do software estimation. These mathematical equations are based on research and historical data and use inputs such as Source Lines of Code (SLOC), number of functions to perform, and other cost drivers such as language, design methodology, skill-levels, risk assessments, etc [14]. The algorithmic methods have been largely studied and many models have been developed.

3.1.1. Constructive Cost Model (COCOMO) Method

The Constructive Cost Estimation Model (COCOMO) is proposed by DR. Berry Boehm in 1981 and that's why it is also known as COCOMO’81. The COCOMO is the basic technique which is used in the industry, in all over the world. The COCOMO model is used for calculating the required number of persons in every month for the development of software. The COCOMO model is also able to give an estimate of the development schedule in months and with the support of this model can also estimate that how much efforts should be given to each and every major stages of software development.

The COCOMO model has: MAN-MONTHS = K1* (Thousands of Delivered Source Instructions) K2

Where K1 and K2 are two variable/constraints reliant on the development environment. Estimation of COCOMO model can be made more authentic by taking into account, other aspects like the required features of the software to be developed, the experience and qualification of the development team and the software development environment. The software complexity aspects are required as: reliability, efficiency, size of database, analyst and programmer.
proficiency and also a good experience of development team. Many of these aspects affect the person months need by instruction of degree. COCOMO model observe that the software requirements and system have well defined and the requirements are unchangeable. COCOMO consider three development methods: Organic, Embedded and Semi-detached and provide three levels: Basic, Intermediate and Detailed [15].

Pros
- a) COCOMO model is realistic and easy to understand
- b) User can clearly know how it works
- c) Provide accounts for several features that affect cost of the software project
- d) Works on historical data/information and calculate precise results
- e) Helpful to understand the impact on different factors that affect the project costs

Cons
- a) COCOMO model ignores requirements and all documentation
- b) It ignores customer skills, cooperation, knowledge and other parameters
- c) It oversimplifies the impact of safety/security aspects and hardware issues
- d) It ignores personnel turnover levels
- e) It is dependent on the amount of time spent in each phase

3.1.2. Function Point Analysis (FPA) Method

The Function Point Analysis model is computing the size and complexity of a software project in terms of the functions that the project provide to the user. Function Point Analysis was designed by Albrecht [17] to count the functionality of software projects. This method measures the size of the software, it considers internal logical files [18], external interface file, external input-output, and external inquiries from functional viewpoint metric. ESTIMACS and SPQR/20 are the models based on Function point analysis estimation. There are two steps in counting function points:

- Counting the user functions: The raw function counts are arrived at by considering a linear combination of five basic software components: external inputs, external outputs, external inquiries, logic internal files and external interfaces, each at one of three complexity levels: simple, average or complex. The sum of these numbers, weighted according to the complexity level, is the number of function counts (FC).

- Adjusting for environmental processing complexity: The final function points is arrived at by multiplying FC by an adjustment factor that is determined by considering 14 aspects of processing complexity. This adjustment factor allows the FC to be modified by at most 35% or -35%.

Pros
- a) FPA model is not dependent on any tool, the language and approaches of software deployment
- b) Software project development costs can be measured in early phases of software development
- c) Results are improved than Source Lines of code (SLOC)

Cons
- a) It involves manual work which is more time consuming
- b) Difficult for a new developer to calculate the size of the software project
- c) The usage of FPA requires experience

3.1.3. Putnam Model

This model was designed by Lawrence H. Putnam in 1978. This model was design on the basis of manpower distribution and the research of many software projects. The Putnam model is a dynamic multivariate model for software cost estimation. In this model the association between effort and size is non-linear. The Putnam model is sensitive to deliver software project on time. According to Putnam model, fairly small additions in the project implementation schedule can result in extensive investments of effort. The main equation for Putnam’s Model is [16]:

\[ S = E \times (Effort)^{1/3} \times t \times d^{4/3} \]

Where, E is the environment factor that describes the environment ability, td is the delivery time, effort and S are expressed by person-year and line of code respectively.

Pros
- a) This model is initially work on two variables which are software project size and time
- b) Most of the software companies can easily collect size, efforts and time from past projects

Cons
- a) This model does not allow for other phases of software development life cycle.
- b) Time is very dominating issue in Putnam model.

More software cost estimation models based on algorithmic method.

<table>
<thead>
<tr>
<th>Cost Estimation Model</th>
<th>Key Parameters</th>
</tr>
</thead>
<tbody>
<tr>
<td>Walston Felix</td>
<td>Line of code size</td>
</tr>
<tr>
<td>Boeing</td>
<td>Line of code size</td>
</tr>
<tr>
<td>Bailey-Basili</td>
<td>Line of code size</td>
</tr>
<tr>
<td>Doty</td>
<td>Line of code size</td>
</tr>
<tr>
<td>GRC</td>
<td>Line of code size</td>
</tr>
<tr>
<td>Aron</td>
<td>Instructions</td>
</tr>
<tr>
<td>SEER SEM</td>
<td>Functional size</td>
</tr>
<tr>
<td>Mike II</td>
<td>Functional size</td>
</tr>
<tr>
<td>Gaffney</td>
<td>Functional size</td>
</tr>
<tr>
<td>Matson</td>
<td>Functional size</td>
</tr>
<tr>
<td>Kustanowitz</td>
<td>Man month</td>
</tr>
<tr>
<td>Farr &amp; Zagorski</td>
<td>Man month</td>
</tr>
</tbody>
</table>

3.2. Non-algorithmic Methods

In non-algorithmic methods, the software project estimation can be completed through using the previous software projects and previous software experiences which is like to the under estimate software projects. In non-algorithm methods must be knowledge of a previously completed projects similar to our current software project. Estimation is completed on the basis of analysis of previous software projects. The methods based on Non-Algorithmic are as described below:
3.2.1. Analogy Method
The software cost estimation through analogy is that whenever receive a new software project for cost estimation, it is just compared to some other similar projects to reach at the adjacent similar software project through which can estimate our current software project cost. The data, information and its values from previously completed projects are assumed to calculate cost of our current project cost. This method can be used in both at system or component level [19, 20]. The details of the exact steps followed for estimation based on analogy are given below:

1) Select all attributes of current software project
2) Finding other similar software project
3) Compared current software project with already stored software in the database
4) Calculating the software cost of the current project from the previous similar software project

Pros
a) Its depends on the data of previous similar software projects
b) Experience of software engineer is required which helps in improved software cost estimate
c) Recognize the minute distinction between the previous completed projects and current projects

Cons
a) Software engineer required to find out the attributes using this method to through
b) Project can be defined best also need to provide weightage to these to get a better analogy
c) In this method cannot use this technique for every project

3.2.2. Top-Down Method
In this method calculate total cost from global properties selecting of non-algorithmic technique. Then this cost is divided to various components of the system. Top-down method is more beneficial in the early stages of software development because detailed information is not available during this stage [21, 22].

Pros
a) Top-down method needs very less detail about the project
b) It is faster to implement
c) Unlike other techniques top-down estimation focuses on activities

Cons
a) This technique does not take into consideration low level problems
b) Low level problems are difficult and can increase the cost of the system

3.2.3. Bottom-up Method
Bottom-up estimation is opposite of Top-down estimation method. In this method cost of each software component and then the result is combined to achieve the overall cost of the software derived. Goal is to derive system estimate from the accumulated estimate of the small component [10].

Pros
a) Bottom-up method is more stable

Cons
a) It does not take into account the project level activities

More software cost estimation models based on non-algorithmic method.

Table 2. Non-algorithm methods.

<table>
<thead>
<tr>
<th>Cost Estimation Model</th>
<th>Key Parameters</th>
</tr>
</thead>
<tbody>
<tr>
<td>Nelson Model, SDC</td>
<td>Man Month</td>
</tr>
<tr>
<td>Parkinson’s Law</td>
<td>Available resources</td>
</tr>
<tr>
<td>Price to Win</td>
<td>Customer’s budget</td>
</tr>
<tr>
<td>Expert Judgment</td>
<td>Consultant experience</td>
</tr>
</tbody>
</table>

3.3. Machine Learning Methods
All the methods/techniques covered till now, that well use statistical methods in software cost estimation and therefore flop in providing good strong results. Machine learning methods are utilize training rules for estimation ad repeat the run cycles. Therefore this can be the suitable approach as it can increase accuracy of the taking good results.

3.3.1. Neural Network Method
Neural network also called as artificial neural network method have an extensive representation and also have a very encouraging use in software cost estimation. The procedure of functioning of neural networks can be applied for software cost estimation easily. Every neuron can denote an activity for the software project and all of the neurons give outputs based on the input they receive. The overall output gives the software cost estimation of the whole project. A neural network is useful in the way that it becomes very easy to learn, as they modify the weights every time they are used. This leads to better and better estimation as the project tends to completion. Numerous methods exist inside neural networks and back propagation works the best in them.

Pros
a) Neural Network method based estimation methods are consistent with unlike databases and they provide power of reasoning in estimation process

Cons
a) Large amount of training data is required
b) No guidelines or instructions are provided for designing

3.3.2. Fuzzy Logic
Fuzzy logic method based upon ideas of fuzzy logic. This method attempts to endorse the human behavior by searching for reasons. In cases where it’s difficult to come up with a crisp decision, fuzzy logic can be effective in reaching the results. This technique always tries to support the facts which might be ignored usually. There are four stages in this approach [23]:

1) Produce trapezoidal numbers for the linguistic terms
2) Develop the complexity matrix by producing a new linguistic term
3) Determine the productivity rate and the attempt for the new linguistic terms
4) Determine the effort required to complete a task and to compare the existing method.
Additionally fuzzy logic method based estimation is also called soft computing technique. Soft computing techniques are emerging software estimation. Fuzzy logic has developed as an important tool to resolve such problems, for which mathematical models cannot be created. Design of software is many a times categorized by constraints that demonstration fuzziness. Application of fuzzy logic in cost estimation helps in overcoming many problems which exists in the already available cost estimation methods [24].

**Pros**
- In fuzzy logic method no training is necessary
- This method is more flexible
- Give dependable estimation

**Cons**
- This method is difficult to use
- Cost estimation of complex features is repetitive

### 4. Advantage and Disadvantage of Existing Cost Estimation Methods

Describe the advantages and disadvantages of existing cost estimation methods. This description could be useful for choosing an appropriate method in a particular project. Table 3 and 4 shows a comparison of mentioned methods for estimation. For doing comparison, the popular existing estimation methods have been selected.

#### Table 3. Advantages of Cost Estimation Methods.

<table>
<thead>
<tr>
<th>Method</th>
<th>Type</th>
<th>Advantages</th>
</tr>
</thead>
<tbody>
<tr>
<td>COCOMO</td>
<td>Algorithmic</td>
<td>Pure results, very mutual</td>
</tr>
<tr>
<td>FPA</td>
<td>Algorithmic</td>
<td>Language independent, results are improved than SLOC</td>
</tr>
<tr>
<td>Putnam</td>
<td>Algorithmic</td>
<td>Fast and easy. Fit for large scale project.</td>
</tr>
<tr>
<td>Walston &amp; Felix</td>
<td>Algorithmic</td>
<td>Based on historical statistical data.</td>
</tr>
<tr>
<td>Analogy</td>
<td>Non-Algorithmic</td>
<td>Works based on actual experiences, having especial expert is not important</td>
</tr>
<tr>
<td>Top-down</td>
<td>Non-Algorithmic</td>
<td>Focuses on system or high level activities.</td>
</tr>
<tr>
<td>Bottom-up</td>
<td>Non-Algorithmic</td>
<td>Can estimate each components of the software to lead to a detailed estimation Results.</td>
</tr>
<tr>
<td>Price to win</td>
<td>Non-Algorithmic</td>
<td>Often gets the contract.</td>
</tr>
<tr>
<td>Neural Network</td>
<td>Machine Learning</td>
<td>Consistent with unlike databases, Power of reasoning</td>
</tr>
<tr>
<td>Fuzzy Logic</td>
<td>Machine Learning</td>
<td>Training is not required, Flexibility</td>
</tr>
</tbody>
</table>

#### Table 4. Disadvantages of Cost Estimation Methods.

<table>
<thead>
<tr>
<th>Method</th>
<th>Type</th>
<th>Disadvantages</th>
</tr>
</thead>
<tbody>
<tr>
<td>COCOMO</td>
<td>Algorithmic</td>
<td>Much data is required, It’s not suitable for any project.</td>
</tr>
<tr>
<td>FPA</td>
<td>Algorithmic</td>
<td>Mechanization is hard to do, quality of output are not considered</td>
</tr>
<tr>
<td>Putnam</td>
<td>Algorithmic</td>
<td>Lack of some details required to estimate Parts of the software.</td>
</tr>
<tr>
<td>Walston &amp; Felix</td>
<td>Algorithmic</td>
<td>Haven’t been practiced a lot because of Statistical problems.</td>
</tr>
<tr>
<td>Analogy</td>
<td>Non-Algorithmic</td>
<td>A lots of information about past projects is required, In some situations there are no similar project.</td>
</tr>
<tr>
<td>Top-down</td>
<td>Non-Algorithmic</td>
<td>May not cover low level components and Activities.</td>
</tr>
<tr>
<td>Bottom-up</td>
<td>Non-Algorithmic</td>
<td>Needs a lot of time, resources to Implement it. Require understanding of the components.</td>
</tr>
<tr>
<td>Price to win</td>
<td>Non-Algorithmic</td>
<td>Generally produces large overruns.</td>
</tr>
<tr>
<td>Neural Network</td>
<td>Machine Learning</td>
<td>There is no guideline for designing. The performance depends on large training data.</td>
</tr>
<tr>
<td>Fuzzy Logic</td>
<td>Machine Learning</td>
<td>Hard to use, Maintaining the degree of meaningfulness is difficult.</td>
</tr>
</tbody>
</table>

### 5. Selection of Software Cost Estimation Methods

Based upon the above study, selecting the best method is a difficult task as it is clear that there is no best or worst method for software cost estimation rather each one of them has its pros and cons which are usually admiring. Non-algorithmic methods take decisions based upon past data and experience whereas Algorithmic methods use mathematical equations for the prediction. At one hand algorithmic methods require some efforts to understand but with enough data provide efficient results, on the other, non-algorithmic methods are easier to implement but sometimes provide inaccurate estimates. Thus, one must use a combination of different models to have all the benefits and get the best results. Moreover, the cost estimates should be compared to actual cost and updated on regular basis throughout the project life cycle.

### 6. Usage of Software Cost Estimation Methods

It is very common that relate some software cost estimation methods to estimate the cost of software projects. But what have to analyze is that it is very important to repeatedly re-estimate software project cost and to relate marks against actual spending at each major milestone. This keeps the position of the project visible and helps to identify necessary corrections to budget and timeframe as soon as they happen.

At every software project estimation and re-estimation opinion, repetition is a vital tool to improve estimation quality. The system analyst who act as an estimator can apply
numerous estimation techniques and check whether their estimates unite. Different estimation methods may use different data. This results in better coverage of the knowledge base for the estimation process. It can help to identify cost mechanisms that cannot be allocated with ignored in one of the methods.

7. Recommendations

1) Do not stuck on any one cost estimation method
2) For cost and timeframe use different types of estimation methods
3) Use many cost estimating methods
4) Compare the results and analyze the explanations for variations.
5) Make documentation of the prediction made when making the cost estimates.
6) Do monitoring and evaluation of whole project accuracy in software cost estimate process.
7) In many ways of effective software process can increase accuracy in software cost estimation.
8) Maintain all previous/past data and make a database

8. Conclusion

When go through comparative analysis of various techniques for software cost estimation which have their own pros and cons. It is very hard to point out a failsafe method, as most of the cost estimation is scenario dependent. Some method are highly accurate but cumbersome to implement, while some only work best on certain known parameters. In order to pick a method for any given project, a proper analysis of the project is much needed. A wrong estimation technique can significantly delay a project, and a right technique can make a project breeze through its deadlines. A detailed analysis of global factors must be made, or else, it becomes very difficult to give correct deadlines. Also, an emphasis on smaller details is necessary, as they can cause delays when they add up together.
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